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ABSTRACT

Doorbell options for hearing impaired individuals is seriously limited. Affordable solutions are not scalable while
other solutions are expensive. With this in mind, we designed a scalable and affordable system that will be beneficial
to hearing impaired individuals in a small aspect of their life. Our solution takes advantage of affordable IoT devices
and software to build a proof of concept. Due to the scope of the project, we only designed a proof of concept, in the
hope that a company can design a viable product that will not only benefit hearing impaired individuals but bring a
powerful IoT system to the homes of others.
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Chapter 1

Introduction

1.1 Problem and Motivation

Doorbells and knocking are often useless for those that are audibly impaired. Someone with hearing impairments

needs to depend on other residents to answer the door for them or purchase expensive equipment to send them phone

notifications. Depending on the neighborhood, the ability to know theres a visitor at the door is essential for quality of

life including community involvement and package delivery.

The inspiration for this system came from one of our homes. Since the doorbell stopped functioning within certain

parts of the home, it was easy to see the impact not knowing someone is at the door can have on a resident due to the

inability to hear a doorbell. This also created a burden on others within the house due to repeated doorbell presses and

searching for person the visitor intends to speak with.

1.2 Solution

In this section, we look at current solutions that exist and provide insight into our solution.

1.2.1 Current Solutions

Current solutions are limited in supporting these individuals. Louder doorbells are useless to those that are completely

deaf and can be bothersome for housemates that are not hearing impaired. Some solutions like Physens Doorbell Kits

are viable and affordable solutions but they are not scalable. Physen and other manufacturers make closed systems that

offer limited options. There are also doorbells such as the Rings doorbell which can send a notification to a phone;

however, this solution can be expensive. Rings security camera doorbell costs $100. That can be well above the

financial capabilities of many people. Especially among deaf individuals, we find that unemployment is high at 47%

[4] and many in this population are senior citizens; therefore, finding an affordable solution is very important. There

are also scalable options such as the IFTTT platform, which can connect various IoT devices that are readily available

on their platform. Unfortunately, this system is closed. Companies must be registered to their system and developed
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for it. The IFTTT platform also drops and adds devices to the system without warning. The devices available to help

hearing impaired individuals in the IFTTT platform can be expensive such as connecting the Ring doorbell to Philips

Hue lights which can add up to at least $200.

1.2.2 Contribution

Our solution is a proof of concept for a scalable and affordable system. Our doorbell is low power and connects to a

modular system. A gateway consisting of a Raspberry Pi Zero W and an XBee will be able to connect any device a

user desires by using Node-RED.
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Chapter 2

Requirements

2.1 Description

In this chapter, we list the functional and nonfunctional requirements prioritizing them from top to bottom. In section

2.2, we list functional requirements by critical, recommended, and suggested and these describe what the system

will do. In section 2.3, we list non-functional requirements in the same way and these describe how the system will

perform. Lastly, in section 2.3, we discuss our design constraint and how it affects the scope of this project.

2.2 Functional Requirements

• Critical

– Doorbell will activate light system

• Recommended

– Doorbell will activate vibration system

– Doorbell is integratabtle with other light/vibration devices available

– The System will be low power

• Suggested

– Doorbell will not communicate over WiFi

2.3 Non-Functional Requirements

• Critical

– The system will be cheap, ideally $50 or less for a full house integration

• Recommended
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– The system will be able to connect to various types of devices to allow preferred devices per user

• Suggested

– The system has an appealing aesthetic

2.4 Constraints

The constraint of our design is that we are not building from the ground up. This makes achieving our goal of an

affordable system very difficult as we will be using already built parts. As such is the case, we will have to design this

system as a proof of concept.
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Chapter 3

Use Case Diagram

3.1 Description

The use case diagram (Figure 3.1) shows the potential functions of our system for two actors: the Resident and the

Visitor. Our use cases are listed in the following section by which actor is allowed the action and what preconditions,

postconditions, and/or exceptions are there for the specific use case in our system.

Figure 3.1: Use Case Diagram
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3.2 Functionality

3.2.1 Power System On and Off

Actor: Resident

Goal: Setting up system and personalizing it

Postcondition: System should safely shut off or turn on with previous settings

3.2.2 Activate Doorbell

Actor: Visitor

Goal : Alert the Resident, that someone is at the door

Precondition: System is successfully activated with a device paired to it

Postcondition: Alert the Resident through their connected device(s)

Exceptions: Nothing happens if System is not active or device is disconnected

3.2.3 Register Element to the System

Actor: Resident

Goal: Connect a device so Resident may be alerted of Visitor at door

Precondition: System is powered on successfully

Postcondition: Device is registered successfully to system and will be activated once prompted

Exception: Unsuccessful device registration and prompt user of error in pairing

3.2.4 Remove Element from the System

Actor: Resident

Goal: Unregister device from the system when no longer using it

Precondition: System should be on

Postcondition: Device successfully unregistered

6



Chapter 4

Activity Diagrams

4.1 Description

The activity diagrams show the potential paths of actions a user may take with the system. For the Resident actor

(Figure 4.1), upon turning on a system, the user may register or remove devices. The system will be then available

and a user may receive a response when the doorbell is pressed. From any of these actions a user may take, they may

also power the system off. For the Visitor actor (Figure 4.2), when the system is on, the user will be able to activate

the doorbell by a button and have one of the connected devices respond to the Resident actor.

Figure 4.1: Resident Activity Diagram

7



Figure 4.2: Visitor Activity Diagram
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Chapter 5

Architecture Diagram and Conceptual
Model

5.1 Architecture

The system relies on an event-based architecture. As shown in the architecture diagram (Figure 5.1), the arrows show

the flow of data between the different components of the system. The doorbell button triggers an event that goes to

the Raspberry Pi Zero which acts as an announcer in this architecture. This event tells the announcer to broadcast the

appropriate doorbell event to all types of devices currently registered in the system. The doorbell offers feedback to

the Visitor in the form of a pulsating light to confirm that the button was pressed and the event was broadcast to the

Resident’s devices. The arrow going to the Raspberry Pi Zero from the Home Network is to confirm that the devices

received the broadcast event.

The architecture is event-driven. Each of the parts are in a waiting state. Once a trigger is sent, the state will change

to its respective action and then repeat to a waiting state. The entire system is triggered solely by the Doorbell. It,

being in a low-power waiting state, will wake up on a doorbell press and alert the Raspberry Pi Zero. The Raspberry Pi

Zero will then have to process the package, alerting the respective devices through the Wi-Fi router. The Philips Hue

Lights and other devices in the system will leave their waiting states once alerted through the Wi-Fi router and begin

to notify the resident. All states are reverted back to waiting once the devices have finished notifying the resident.

The advantage of having all devices to maintain a waiting state is that we can more quickly notify the user. The

disadvantage is that the system will require more power. Fortunately, the only part of our system that would require

that is the doorbell which would generally be outside, unable to plug into an outlet. The Raspberry Pi Zero can be

plugged into an outlet. The best option would be to connect it next to the router and use an Ethernet cable to connect to

the Wi-Fi router. The Philips Hue lights and other devices will be per-user requirement. Certain devices may operate

on battery but that is not a concern of this project, but rather a concern for the resident.
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Figure 5.1: Architecture Diagram

5.2 Conceptual Model

The system uses the Raspberry Pi Zero as the main gateway. A router will be necessary in communicating to other

devices in the household. The button of the doorbell will be attached to the an Arduino and communicate with the

Raspberry Pi Zero. Since Arduino and Raspberry Pi do not come with 802.15.4 capabilities, an XBee was used

to communicate between the devices. Furthermore, to abstract user experience, a smartphone application would be

necessary to control the system. With simple actions, the resident should be able to perform all Use-Case actions

described in Chapter 3. The system also uses a variety of communication protocols, so the appropriate hardware

modules will be necessary.

Figure 5.2: Conceptual Model
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Chapter 6

Technology Used and Design Rationale

6.1 Description

In this chapter, we discuss the necessary devices and technology needed for this system and our reasoning for their

choice in our design.

6.2 Communication Protocols

In the IoT world, there are a few communication protocols that we could use. In the following subsections, we go over

the benefits and disadvantages of using each protocol.

6.2.1 802.11 (Wi-Fi)

802.11 is a common protocol with 802.11 access points present in many places today. It has high bandwidth at 11 Mbps

and is supported by many devices. It is powerful and has moderate range between 30 and 100 meters. Unfortunately,

this is a high power protocol which is not ideal for components in our system that will run on battery such as the

doorbell and devices that may be used to notify the user. [3]. This is a huge disadvantage but it would be extremely

easy to implement. Considering a Raspberry Pi, almost all the models come with 802.11 configurations built in.

In our design, we decided to use this protocol in only broadcasting to devices connected to our system that will

relay notifications to the user. Most likely these devices will have consistent power and will already be connected to

the users WiFi network. Assuming a resident has a Wi-Fi router in his or her house, all notifications could be relayed

through that. If this isn’t the case, the Raspberry Pi can be configured to run as a Wi-Fi router using Hostapd. This

would further increase the possible outreach to users as some may not be able to afford Wi-Fi routers.

6.2.2 802.15.1 (Bluetooth)

802.15.1 is another common protocol. Many devices come with Bluetooth to provide low range, moderate bandwidth

connections. The bandwidth is moderate at 800 kbps while also providing moderate power consumption. The range
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is low at about 5 to 30 meters which is not useful if components of our system are placed far away from our central

gateway. While a huge disadvantage, Bluetooth is available in many devices today such as smartphones.

In our design, we decided to use this protocol in broadcasting to devices connected to our system like 802.11 and

for connecting a smartphone application to the gateway. The smartphone application would allow an average user to

control the system as necessary for themselves. Although, a user will only be able to control the system if they are

close to the gateway. With Bluetooth’s moderate bandwidth, changes can be applied quickly.

6.2.3 802.15.4 (Zigbee)

802.15.4 is more commonly used in IoT applications. It is useful for its low power consumption and far range (about

100 meters). It has low bandwidth but that is not a problem for most IoT applications that may only require simple

relays of information between devices. Most development in 802.15.4 uses Zigbee, a application layer protocol, that

provides security and optimization for home automation. Zigbee is effective in making sure packets are not dropped

and associating devices with each other. Bare 802.15.4 broadcasts data to a channel and doesn’t worry about the end

device receiving the data.

In our design, we decided to only go with 802.15.4. Development with Zigbee is covered under the Zigbee

Alliance which would require us applying into the alliance. Considering the scope of this project, this seemed like

an unnecessary delay. Furthermore, we dont need the benefits of Zigbee to show a proof of concept. We found that

802.15.4 would be best in broadcasting between the doorbell and the gateway. This provides good range and allows the

doorbell to consume less power than other communication protocols. In this way, we can increase the lifetime of the

doorbell and allow the gateway to be placed farther from the doorbell if necessary. Although, an actual implementation

should use Zigbee in order to provide security and to make sure that all messages are received by the gateway.

6.3 Hardware

Our system consists of edge devices and a gateway. The edge devices are the doorbell and the devices relaying

notifications to the user. The gateway is made up of a Raspberry Pi Zero W and an XBee. The gateway will receive a

notification from the doorbell and will notify the other devices through a home network.

6.3.1 Gateway

The gateway consists of a Raspberry Pi Zero W and an XBee. XBee is a programmable module from DigiKey. The

S1 variant can use either 802.15.4 or Zigbee depending on the firmware flashed. Furthermore, it uses serial Tx and Rx

to communicate so it can be added easily to any module that has a serial port. The Raspberry Pi Zero W was favorable

to us as it would make our development easier being a familiar Unix-based system and having a vast open-source

community. Furthermore, it is low cost and the W variant comes with Bluetooth and WiFi. Using these protocols, we
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can communicate to various devices connected to a home network through an access point. It is also a small device

at 2.6 x 1.2 x 0.6 inches making it an unobtrusive device in the home. It has plenty more power than we require but

its open source environment would allow for better development for us and in the future. It would also allow a user

with programming knowledge to configure the system to their wants. There are 26 GPIO pins available. A possible

configuration would be to set the GPIO pins to also notify users from its location by the router.

6.3.2 Doorbell

The doorbell was originally intended to be Texas Instruments SensorTag C2650. The SensorTag has the option of

either using Bluetooth or 802.15.4, which can be configured by flashing different firmware. SensorTag comes with

many sensors which we thought would be great for us to experiment with such as the motion sensor. It was also

advertised to last for two years using a lithium coin battery. This is a huge advantage as we dont want users to be

changing the battery often for the device. While more expensive than we would like ($30), the SensorTag c2650 could

be a viable option with a greater amount of actions to benefit the resident.

We eventually decided it was best to move away from SensorTag due to issues covered in a later chapter. Our

solution became to use two XBees to communicate with each other. XBee is a powerful, encrypted module that

can operate with any 3.3V pin of a small computer. We knew that two XBees would work so long as they had the

same parameters flashed. We verified this, using Digikey’s XCTU software which allows us to flash parameters and

debug the input. To accomplish this, we decided to use Arduino as the main processor for the doorbell. We used

Arduino Uno for prototyping but Arduino Nano would be the best option in order to maintain a low power solution.

Using an Arduino shield, interfacing with the XBee was simple using an XBee library from DigiKey. (Our design is

implemented with the S1 variant. Different variants do not communicate with another variant, so it is important that

both are the same.)

The XBee has many parameters that can be flashed per the 802.15.4 specifications. Fortunately, an XBee out of

the box will work with another XBee out of the box with no configuration. This could lead to security issues though.

As this was not an important aspect in our project of building a proof of concept, we did not concern ourselves with

this. We did change the broadcast address so it transmits to many channels. With the receiving XBee scanning those

channels, we can improve reliability with sending packets. We may see some packets dropped if there is interference

on a specific channel. Furthermore, we can improve the power consumption of the XBee by configuring the device to

wake up on a trigger on any of the pins.

For the doorbell, we also wanted a visitor to have feedback that the doorbell was pressed. A common occurrence

in pressing a doorbell is hearing the doorbell chime, informing the visitor that the doorbell is working and has sent a

notification to the resident. We decided that an LED pulse would accomplish this same effect. Using an Illuminated

Momentary Pushbutton from Adafruit, we were able to simply accomplish this in our doorbell. Alternatively, a resident
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could configure the doorbell to be attached with a speaker if they so desired. Arduino has many configurable speakers

that can be attached to their devices.

6.3.3 Conneced Devices

A Philips Hue LED strip was used to test the implementation. Although expensive, Philips Hue has well-designed

devices with an open API for Raspberry Pi, known as PiHue, that makes it easy to integrate into the system. Since this

is just a proof of concept, showing the system performance was a larger concern.

6.4 Software Development

Software consisted of C/C++, Python and Node-RED. The software was used in different ways in the system and is

described in more detail in the following subsections.

6.4.1 Doorbell Software

The doorbell software is written in Arduino code which is based off of C/C++. The Arduino board can communicate

to the XBee using the already available serial library. Since Arduino runs code continuously in a loop, the code waits

for a trigger from the doorbell press. On press, the LED pulses to notify the visitor that the button is broadcasting. The

XBee will send a broadcast. Any XBee with the same parameters in range will receive the packet.

6.4.2 Gateway Software

The gateways software comprised mostly of Node-RED. Created by IBM for IoT applications and written in Javascript,

Node-RED uses flow programming to trigger nodes. Each node is a block that runs a process when triggered and

provides an output that can trigger another node or end the flow. Using a start-up-trigger node, the application will

immediately start the flow when the Node-RED server starts. The flow will then wait to receive serial output from the

XBee through the Pis Rx pin. When the node returns, the flow will split and notify all of the connected devices in the

house each with their own respective nodes. To avoid unnecessary spawning of node processes and causing undefined

behavior from doorbell spam, the flow waits for all nodes of notification devices to return. With the wait-paths node,

once all nodes return, the flow is repeated. For even better configuration, the individual nodes can be modified. Each

is a .json object and has a few inputs that a script performs on.

Node-RED is also an open source software. This is beneficial because an open source community has already

developed many nodes and may continue to develop more. For example, there are already a few Philips Hue nodes.

More open API edge devices may have available nodes. And if there are none, a user with minimal programming

knowledge could create their own node and make it available to other user and our system.
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Unfortunately, there is some delay with Node-RED starting. The Raspberry Pi Zero is a weak computer. If the

SD card is not fast or there are many processes, it will be slow. From booting up to the flow starting, we found that

it took about 4 minutes before we could start using the system. This isn’t favorable performance but ideally, it is

only performed once. In the case of restarting the flow, that would take about a minute. Again, this is not favorable

performance but it is a disadvantage of using a lower cost module. A user could decide to go with a more powerful

Raspberry Pi and SD card if they so desire and the performance will greatly increase.

6.4.3 Broadcasting Software

With Raspberry Pis versatility as a Unix-based system, any programming language can be used to activate the con-

nected devices. In our testing, the APIs were available in Python. With Node-RED, any script can be run using an

exec node. Furthermore, since Node-RED is open source, anyone can create nodes for use by creating a .json, .js, and

.html file. Creating nodes are simple. With some technical knowledge, a growing network of nodes could be created

for this application and may already be available for many devices.

Using Python or any scripting language also has a benefit in our system. We can easily modify the scripts when

the resident desires to do so. Using the smartphone application, a user can modify settings of notification devices. By

using a scripting language like python, we don’t need to compile the code with every configuration. Furthermore, it

would be unnecessary to restart the flow for Node-RED.
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Chapter 7

Test Plan

7.1 Description

The following subsections are the testing procedures we went through to ensure success of the system.

7.2 Unit Testing

Unit testing is performed to verify that a small piece of code is performing as desired. Before using Node-RED to build

the flow, we tested each of the potential functions of our system. Some examples include, making sure communication

between the doorbell and gateway works as intended, writing small scripts to test communication to devices in a home

network, and making sure each device functions as intended.

7.3 Functional Testing

Functional testing is to check the performance of multiple units as one functional unit. This was mostly just in our

Node-RED application. We had to make sure that each unit could be integrated into a node and be triggered and output

properly. This proved to have some difficulties due to unfamiliarity with Nod-RED’s behavior.

7.4 Component Testing

Component testing is to check multiple functional units working together. We made sure that the doorbell will send a

trigger as expected. Furthermore, we made sure that a flow could function by itself and not need any user actions to

set up. The flow of Node-RED should return back to its waiting state after devices have notified the user.

7.5 System Testing

System Testing tests all the components together. In this step, all the communications between the components (door-

bell, gateway, and connected devices) came together. We had to make sure that each step of the activity diagrams

16



could be performed and all of our use cases were implemented. The system had to also perform for long periods of

time. We left if on for a few days and verified that the system performed appropriately.
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Chapter 8

Results

8.1 Description

In this section, we go over the performance of the system’s communication reliability and the cost of the system.

8.2 Communication Reliability

An area of concern with the wireless communication of the system involved interference between the 802.15.4 network

and 802.11 Wi-Fi. Since both protocols use the same 2.4 GHz frequency, it’s possible for packets to be lost due to

channel interference. Figure 8.1 shows the frequency coverage of each Wi-Fi and 802.15.4 channel. In order to

maximize the reliability of our system, we use 802.15.4 channel 26 so that there is no overlap with any common Wi-Fi

network. Most Wi-Fi devices go as high as channel 11, which would not interfere with any communication happening

on 802.15.4 channel 26. Although dropped packets were rarely encountered in the early stages of testing, switching to

channel 26 completely eliminated all packet loss in our test environment.

Figure 8.1: IEEE 802.11 and 802.15.4 Channel Comparison [2]
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8.3 Cost

One main goal of this project was to minimize the cost of an open, scalable system. In considering the costs of solely

our system (the doorbell and gateway), we find the cost to be reasonable. A Raspberry Pi Zero W costs $15. If a user

were to decide not to use the W variant and connect the Raspberry Pi Zero directly to the router through Ethernet, it

would cost $5 - $10. In our implementation we did use Arduino Uno but an implementation could use the smaller

and low power alternative, Arduino Nano which costs $5 - $10. Unfortunately, the expensive module in this design

was the XBee module. The cost is around $20 and we need two. The final cost is about $50 - $75. Of course, the

resident would also have to purchase an IoT device that can send notifications. A possible affordable option would

be a smart plug, which can effectively make any device a smart device. Cheapest options are around $10. At the

cheapest and most expensive options, the cost is at least below $100. By some metrics, that may still be too expensive

for individuals. Hopefully, as IoT starts to grow, we start to see small computers like Raspberry Pi and Arduino that

implement 802.15.4 directly into the board.
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Chapter 9

Development Timeline

9.1 Description

In this chapter, we show (Table 9.1) the development timeline of the system. Each light blue header marks a academic

quarter and the work is divided up by the weeks in a quarter. We struggled to keep up with these deadlines due to

obstacles encountered as described in a future chapter.

Table 9.1: Development Timeline.
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Chapter 10

Future Work

10.1 Current State

Our project is a working proof of concept for a successful affordable option for hearing impaired individuals. It is

not a perfect system and components have more than is needed driving up costs; however, the benefit is that we use

easily available devices that others can use to build upon the product. Since Node-RED is open source, members of

the community can easily add nodes that benefit from our system.

10.2 Next Steps

Since the architecture is in place, a company could build a viable product. The main missing part to our system is a

completely functioning smartphone application like in Figure 10.1. The purpose of the smartphone application is to

abstract user control of the system. The functionality is all possible but scripts have to be made to modify the necessary

parts of the Node-RED application.

Another benefit would be to make a Raspberry Pi image that works directly as is. This would make it easier for

users to download software for the Raspberry Pi. Our current implementation in Node-RED is already set to work on

start up. More abstraction would allow this system to not only be useful for those that are familiar with the Raspberry

Pi ecosystem but for the average user.
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Figure 10.1: Mobile App Design
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Chapter 11

Lessons Learned

We learned a lot about the IoT world. Before this project, we werent even aware of 802.15.4 which became the main

communication protocol in our system. We also learned to make radical changes to the system where necessary when

the original plan does not work. Finally, we learned the different advantages and disadvantages to how IoT devices are

currently implemented.
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Chapter 12

Obstacles Encountered

12.1 Description

In this section, we discuss the obstacles associated with this project that led to delays in development and different

solutions to be created from our original design.

12.2 SensorTag

The main obstacles we encountered within our design involved the SensorTag device from Texas Instruments. In trying

to use the Zigbee firmware, we were unable to communicate between the SensorTag and XBee. Using SensorTags

SmartRF Packet Sniffer 2 software, we were able to configure the SensorTag as a sniffer module. We found the packets

to be very different from one another. In the SensorTag packet (Figure 12.1), it is very simple with a length value,

sequence number, and data following the start frame delimiter. The XBee packet (Figure 12.2) looks largely different.

The packet is shown in hex as some values are not human-readable. It starts with a sequence number (0x1d), has

various hex values, and then data (0x61 - 0x65). Even more peculiar, we find there to be a second sequence number

(0x08). The data between the sequence numbers is unknown to us. With a few parameter changes to the XBee we are

able to modify the packet a little bit but we were unable to have it coincide with the SensorTags packet which was not

modifiable.

Figure 12.1: SensorTag 802.15.4 Packet
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Figure 12.2: XBee 802.15.4 Packet

We decided that it might be possible to use Bluetooth instead. The SensorTag could connect directly to the

Raspberry Pi Zero W and reduce a cost of our system by not using the XBee. Unfortunately, we found SensorTag

to be a difficult device to program. The IDE had a steep learning curve and documentation was difficult. Changes in

documentation were not always reflected elsewhere causing confusion.

12.3 XBee

We encountered some confusion with XBee similarly to the SensorTag. There are two main variants to XBee that

we were looking at: the S1 and S2C. It seemed like the S2C was an updated module but instead it was designed for

mesh network implementations, which was unnecessary for our design. It was also thought that the XBee S1 could

communicate with the S2C variant. That was not the case. The reasoning was unclear but it appears that some of the

hardware configuration is different at the Mac layer; thus, the two could not interpret the data of the other. This cost

us many delays as we had to wait for more modules to ship to us in these cases and when once module was defective.

In buying 5 XBees, one was defective. Hopefully, this is not indicative of the reliability of these modules.
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Chapter 13

Ethics

The purpose of this project was to address the ethical issue of accessibility when it comes to people with hearing

impairments and doorbells. This is best examined with the Markkula Center for Applied Ethics Justice and Fairness

approach [1]. The relevant factors within the Justice and Fairness approach in this case include effort, contribution,

and need. In terms of effort, we recognize that those with hearing impairments need to place more effort in order to

be alerted about visitors without this system. This also creates a burden on other residents, so this system can lift the

burden from all residents once properly set up in regards to visitors approaching. When thinking about contributions,

we observed that this population has less opportunities to contribute to their community due to the inability to hear a

doorbell. This system puts hearing impaired residents in a position of choice when responding to visitors. Since this

is a proof of concept, we addressed the immediate needs of the hearing impaired community in regards to a doorbell.

We look forward to users getting hands on with the system in order to better address their needs and concerns to better

add and adjust features in the future.
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Chapter 14

Conclusion

The main goal of the project was to improve the lives of the hearing impaired individuals. In most systems, scalability

and affordability do not coincide often. Affordability was extremely important to us so that we can reach a wider

audience. By using affordable, powerful devices and software we were able to achieve this. Considering the time

for this project, building a solution from the ground up was out of the picture. Therefore, we hope this can be an

inspiration for an affordable IoT system that the hearing impaired community can take advantage of, while also being

an affordable IoT home system for any user, bringing IoT home applications to more users.
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Appendix A

Source Code

All code for this project is available to view at github.com/Magdaluyo/SeniorDesign

A.1 Philips Hue Code

# ! / u s r / b i n / py th on
import t ime
from phue import Br id ge

b = Br id ge ( ’ 1 9 2 . 1 6 8 . 0 . 1 2 3 ’ )

#b . c o n n e c t ( )

b . s e t l i g h t ( 1 , ’ on ’ , True )

f o r x in range ( 1 0 ) :
b . s e t l i g h t ( 1 , ’ b r i ’ , 127 , t r a n s i t i o n t i m e =1)

t ime . s l e e p ( 0 . 5 )

b . s e t l i g h t ( 1 , ’ b r i ’ , 63 , t r a n s i t i o n t i m e =1)

t ime . s l e e p ( 0 . 5 )

b . s e t l i g h t ( 1 , ’ on ’ , F a l s e )

A.2 XBee Code

import s e r i a l
import t ime

s e r = s e r i a l . S e r i a l ( ” / dev / t tyUSB0 ” , b a u d r a t e =9600)

whi le True :
d a t a = s e r . r e a d l i n e ( )
p r i n t ( d a t a )

A.3 Doorbell Code
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/ ∗ ∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗

S e t up a s o f t w a r e s e r i a l p o r t t o pas s da ta be tween an XBee S h i e l d
and t h e s e r i a l m o n i t o r .

Hardware Hookup :
The XBee S h i e l d makes a l l o f t h e c o n n e c t i o n s you ’ l l need
be tween Arduino and XBee . I f you have t h e s h i e l d make
s u r e t h e SWITCH IS IN THE ”DLINE” POSITION . That w i l l c o n n e c t
t h e XBee ’ s DOUT and DIN p i n s t o Ardu ino p i n s 2 and 3 .

∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗ ∗ /

/ / based on code from h t t p s : / / l e a r n . s p a r k f u n . com / t u t o r i a l s / xbee− s h i e l d −hookup−g u i d e / a l l
# i n c l u d e <S o f t w a r e S e r i a l . h>

/ / For Atmega328P ’ s
/ / XBee ’ s DOUT ( TX ) i s c o n n e c t e d t o p i n 2 ( Ardu ino ’ s S o f t w a r e RX )
/ / XBee ’ s DIN ( RX ) i s c o n n e c t e d t o p i n 3 ( Ardu ino ’ s S o f t w a r e TX )
S o f t w a r e S e r i a l XBee ( 2 , 3 ) ; / / RX , TX

/ / S e t u p LED b u t t o n
i n t LED = 9 ;
i n t b u t t o n = 8 ;

void s e t u p ( )
{

/ / S e t up bo th p o r t s a t 9600 baud . T h i s v a l u e i s most i m p o r t a n t
/ / f o r t h e XBee . Make s u r e t h e baud r a t e matches t h e c o n f i g
/ / s e t t i n g o f your XBee .

XBee . b e g i n ( 9 6 0 0 ) ;
S e r i a l . b e g i n ( 9 6 0 0 ) ;
pinMode ( b u t t o n , INPUT PULLUP ) ; / / b u t t o n
pinMode (LED, OUTPUT ) ; / / LED
d i g i t a l W r i t e (LED, HIGH ) ;

}

void l oop ( )
{

i n t v a l = d i g i t a l R e a d ( b u t t o n ) ;
i f ( v a l == LOW) { / / i f b u t t o n i s p r e s s e d , send p a c k e t and f l a s h b u t t o n l i g h t

/ / w h i l e ( XBee . a v a i l a b l e ( ) ) { }

XBee . w r i t e ( ”DOORBELL\n ” ) ;
whi le ( v a l == LOW) {

d i g i t a l W r i t e (LED, LOW) ;
v a l = d i g i t a l R e a d ( b u t t o n ) ;

}

d i g i t a l W r i t e (LED, HIGH ) ;
p u l s a t e l e d (LED ) ;

}

}

void p u l s a t e l e d ( i n t l e d P i n ) {
/ / based on code from h t t p s : / / www. a r d u i n o . cc / en / t u t o r i a l / f a d i n g
f o r ( i n t i = 0 ; i < 3 0 ; i ++) {

f o r ( i n t i n t e n s i t y = 0 ; i n t e n s i t y <= 175 ; i n t e n s i t y += 5) {
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a n a l o g W r i t e ( l e d P i n , i n t e n s i t y ) ;
d e l a y ( 1 0 ) ;

}

f o r ( i n t i n t e n s i t y = 175 ; i n t e n s i t y >= 0 ; i n t e n s i t y −= 5) {
a n a l o g W r i t e ( l e d P i n , i n t e n s i t y ) ;
d e l a y ( 1 0 ) ;

}

}

d i g i t a l W r i t e ( l e d P i n , HIGH ) ;
}

A.4 Node-Red Code
The code in this section is the implementation of the Node-Red flowchart in Figure A.1

Figure A.1: Node-Red Flowchart

[
{

” i d ” : ” f5bd703e . 6 7 0 c f ” ,
” t y p e ” : ” t a b ” ,
” l a b e l ” : ” Flow 2” ,
” d i s a b l e d ” : f a l s e ,
” i n f o ” : ””

} ,
{

” i d ” : ”77 e6b858 . 2 9 6 d78 ” ,
” t y p e ” : ” s t a r t −up− t r i g g e r ” ,
” z ” : ” f5bd703e . 6 7 0 c f ” ,
” x ” : 120 ,
” y ” : 160 ,
” w i r e s ” : [

[
” d38a81cd . 9 3 dc4 ”

]
]

} ,
{

” i d ” : ” d38a81cd . 9 3 dc4 ” ,
” t y p e ” : ” exec ” ,
” z ” : ” f5bd703e . 6 7 0 c f ” ,
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”command ” : ” py thon3 / home / p i / x b e e t e s t . py ” ,
” addpay ” : t r u e ,
” append ” : ” ” ,
” useSpawn ” : ” f a l s e ” ,
” t i m e r ” : ” ” ,
” o l d r c ” : f a l s e ,
”name ” : ” ” ,
” x ” : 370 ,
” y ” : 220 ,
” w i r e s ” : [

[
”8 f 3 6 7 9 e f . 1 c53d8 ” ,
”70 a5 4 f 5c . f ed12 ”

] ,
[ ] ,
[

” ca33c4dc . f52ab8 ”
]

]
} ,
{

” i d ” : ” ca33c4dc . f52ab8 ” ,
” t y p e ” : ” debug ” ,
” z ” : ” f5bd703e . 6 7 0 c f ” ,
”name ” : ” ” ,
” a c t i v e ” : t r u e ,
” t o s i d e b a r ” : t r u e ,
” c o n s o l e ” : f a l s e ,
” t o s t a t u s ” : f a l s e ,
” c o m p l e t e ” : ” f a l s e ” ,
” x ” : 670 ,
” y ” : 320 ,
” w i r e s ” : [ ]

} ,
{

” i d ” : ”8 f 3 6 7 9 e f . 1 c53d8 ” ,
” t y p e ” : ” exec ” ,
” z ” : ” f5bd703e . 6 7 0 c f ” ,
”command ” : ” py thon3 / home / p i / h u e t e s t . py ” ,
” addpay ” : t r u e ,
” append ” : ” ” ,
” useSpawn ” : ” f a l s e ” ,
” t i m e r ” : ” ” ,
” o l d r c ” : f a l s e ,
”name ” : ” ” ,
” x ” : 690 ,
” y ” : 100 ,
” w i r e s ” : [

[ ] ,
[ ] ,
[

”740086 bb . 8 5 aed8 ”
]

]
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} ,
{

” i d ” : ”740086 bb . 8 5 aed8 ” ,
” t y p e ” : ” debug ” ,
” z ” : ” f5bd703e . 6 7 0 c f ” ,
”name ” : ” ” ,
” a c t i v e ” : t r u e ,
” t o s i d e b a r ” : t r u e ,
” c o n s o l e ” : f a l s e ,
” t o s t a t u s ” : f a l s e ,
” c o m p l e t e ” : ” f a l s e ” ,
” x ” : 870 ,
” y ” : 220 ,
” w i r e s ” : [ ]

} ,
{

” i d ” : ” b9ab7ca2 . f8883 ” ,
” t y p e ” : ” i n j e c t ” ,
” z ” : ” f5bd703e . 6 7 0 c f ” ,
”name ” : ” ” ,
” t o p i c ” : ” ” ,
” p a y l o a d ” : ” ” ,
” pay loadType ” : ” d a t e ” ,
” r e p e a t ” : ” ” ,
” c r o n t a b ” : ” ” ,
” once ” : f a l s e ,
” onceDelay ” : 0 . 1 ,
” x ” : 360 ,
” y ” : 120 ,
” w i r e s ” : [

[
”8 f 3 6 7 9 e f . 1 c53d8 ”

]
]

} ,
{

” i d ” : ”70 a5 4 f 5 c . f ed12 ” ,
” t y p e ” : ” d e l a y ” ,
” z ” : ” f5bd703e . 6 7 0 c f ” ,
”name ” : ” ” ,
” pauseType ” : ” d e l a y ” ,
” t i m e o u t ” : ”50” ,
” t i m e o u t U n i t s ” : ” m i l l i s e c o n d s ” ,
” r a t e ” : ” 1 ” ,
” n b R a t e U n i t s ” : ” 1 ” ,
” r a t e U n i t s ” : ” second ” ,
” r a n d o m F i r s t ” : ” 1 ” ,
” randomLas t ” : ” 5 ” ,
” randomUni t s ” : ” s e c o n d s ” ,
” drop ” : f a l s e ,
” x ” : 370 ,
” y ” : 320 ,
” w i r e s ” : [

[
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” d38a81cd . 9 3 dc4 ”
]

]
}

]
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